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# Завдання

Варіант 6

**Постановка задачі:** Маємо дві короткі послідовності символів: «XYBAC» і «ABXC». Знайти найдовшу спільну підпослідовності символів, використовуючи алгоритм Хаббарда.

1. Створюю матрицю C розміром (m+1) × (n+1), де m і n - довжини двох послідовностей. Всі елементи матриці ініціалізуються нулями.
2. Якщо символи в обох послідовностях співпадають (X[i-1] == Y[j-1]), то C[i][j] = C[i-1][j-1] + 1.
3. Інакше C[i][j] = max(C[i-1][j], C[i][j-1]).
4. Після заповнення матриці, відновлюю найдовшу спільну підпослідовність, рухаючись від правого нижнього кута матриці до лівого верхнього, слідуючи шляхом, який визначається значеннями в матриці.
5. Дано дві послідовності: X = "XYBAC" та Y = "ABXC".
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рис. 1 - Нульова матриця

1. Порівнюю кожен символ з кожним і заповнюю матрицю:

![](data:image/png;base64,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)

рис. 2 - Заповнення матриці

1. Кроки самого заповнення:

X[0] = 'X' не дорівнює Y[0] = 'A', тому C[1][1] = max(C[0][1], C[1][0]) = 0.

X[0] = 'X' не дорівнює Y[1] = 'B', тому C[1][2] = max(C[0][2], C[1][1]) = 0.

X[0] = 'X' дорівнює Y[2] = 'X', тому C[1][3] = C[0][2] + 1 = 1.

X[0] = 'X' не дорівнює Y[3] = 'C', тому C[1][4] = max(C[0][4], C[1][3]) = 1.

1. Відновлення LCS: Починаю з C[5][4] = 3 і відновлюю шлях

X[4] = 'C' дорівнює Y[3] = 'C', тому додаю 'C' до LCS.

Переміщаю до C[4][3] = 2.

X[3] = 'A' не дорівнює Y[2] = 'X', тому переміщаю до C[4][2] = 2.

X[3] = 'A' дорівнює Y[1] = 'B', тому додаю 'A' до LCS.

Переміщаю до C[3][1] = 1.

X[2] = 'B' дорівнює Y[1] = 'B', тому додаю 'B' до LCS.

Отримую LCS = "BAC".

1. Підсумую:

Найдовша спільна підпослідовність для «XYBAC» і «ABXC» є "BAC".

# Контрольні запитання

1. У чому полягає задача знаходження найдовшої спільної підпослідовності (LCS)?

Задача полягає у визначенні найдовшої послідовності символів, яка є підпослідовністю двох заданих послідовностей. Ця підпослідовність повинна зберігати порядок появи символів в обох послідовностях.

1. Які головні методи можна використовувати для знаходження найдовшої спільної підпослідовності?

Динамічне програмування.

Рекурсивні алгоритми з мемоізацією.

Метод Галгера та Лонґеста.

Алгоритм Хаббарда.

1. Як працює алгоритм динамічного програмування для знаходження LCS?

Алгоритм використовує двовимірну матрицю для зберігання довжин LCS для підпослідовностей. Матриця заповнюється шляхом порівняння символів двох послідовностей і вибору максимального значення з можливих варіантів. Результат зберігається в правому нижньому куті матриці.

1. Як працює алгоритм Хаббарда для знаходження LCS?

Алгоритм Хаббарда також використовує матрицю для зберігання проміжних результатів. Якщо символи збігаються, значення збільшується на одиницю від діагонального сусіда. Інакше вибирається максимальне значення зліва або зверху. Результат відновлюється, рухаючись від кінця до початку матриці.

1. Які переваги та недоліки алгоритмів динамічного програмування та Хаббарда для знаходження LCS?

Переваги: Динамічне програмування: висока ефективність, точність, і універсальність.

Алгоритм Хаббарда: простота реалізації, зрозумілість.

Недоліки: Обидва алгоритми можуть споживати багато пам'яті для великих послідовностей.

Можуть бути повільними для дуже довгих послідовностей без оптимізацій.

1. Які існують практичні застосування для задачі знаходження найдовшої спільної підпослідовності?

Вирівнювання послідовностей ДНК у біоінформатиці.

Порівняння та виявлення схожості між текстовими файлами.

Розробка систем контролю версій програмного забезпечення.

Виявлення схожості між музичними творами.

Оптимізація пошукових алгоритмів для пошуку підпослідовностей у базах даних.